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Abstract

Existing frameworks for managing distributed systems hard-
code scheduling policies and their implementations (e.g., cen-
tralized vs. decentralized), limiting customization and hurt-
ing performance across diverse applications and workloads.
We argue for an adaptive scheduling approach, where devel-
opers express policies in a high-level, framework-agnostic
DSL, and a compiler generates optimized implementations
based on policy semantics, workload characteristics, and
execution environments. We demonstrate that our compiler-
guided approach can significantly improve both scheduling
quality and performance.
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1 Introduction

Distributed computing has become the dominant paradigm
for large-scale applications from LLM training and infer-
ence to data processing and video analysis [4, 9, 11, 36].
Many such applications decompose work into fine-grained
(sub-second or sub-100-millisecond [28]) tasks, driven by
paradigms such as serverless computing, microservices, and
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real-time streaming processing [19, 35]. Consequently, effi-
cient and high-quality scheduling, i.e., dispatching tasks to
nodes, is crucial for application performance [29].

At the same time, applications are becoming more diverse
and have disparate scheduling concerns. A video analysis
application may want to de-prioritize the processing of low-
priority frames [22], which can be implemented via task
queue ordering heuristics, whereas LLM serving may want
locality between tasks and nodes to reduce KV cache re-
computation [37]. To efficiently serve such different needs,
developers must be able to customize scheduling [1].

However, today’s frameworks for running distributed ap-
plications support limited customization of scheduling. They
offer a set of predefined scheduling policies with low-level
knobs and they hard-code an implementation approach (e.g.,
centralized or decentralized). For example, Ray [25] allows
developers to provide hints that help select one of the avail-
able scheduling policies, and it uses a decentralized imple-
mentation with one scheduler instance per node for scala-
bility [5]; Kubernetes has a fixed policy decision workflow
which developers can influence at certain extension points
using Go plugins, and it uses a centralized implementation to
ensure strong consistency of scheduling information [2, 3].
This state of affairs is problematic for two reasons.

Limited policy expressiveness. Many policies of interest
cannot be expressed in current frameworks. For instance,
most schedulers follow a sequential procedure of selecting
a task first and then choosing the node for that task. If task
performance depends on the node, this procedure cannot
implement a policy that aims to maximize throughput by
minimizing the time until the next task completion because
that requires reasoning about combinations of tasks and
nodes. When developers cannot express desired policies,
they have to implement their own schedulers from scratch
(or heavily modify the framework), leading to substantial
engineering burden [6, 7, 23].

Poor application performance. Application performance
depends on the speed and quality of scheduling decisions,
which in turn depend on how the scheduling is implemented.
Sub-optimal implementations can hurt scheduling speed
when a scheduler instance cannot make decisions fast enough,
and it can hurt quality when the decisions are based on


https://doi.org/10.1145/3772356.3772391
https://creativecommons.org/licenses/by/4.0
https://creativecommons.org/licenses/by/4.0
https://creativecommons.org/licenses/by/4.0
https://doi.org/10.1145/3772356.3772391

HotNets "25, November 17-18, 2025, College Park, MD, USA

stale information. Unfortunately, the optimal implementa-
tion depends on several factors, including policy semantics
(e.g., whether the policy uses global information), deploy-
ment variables such as number of nodes and inter-node la-
tency (which determines the cost of gathering information
about nodes), and incoming task rate (which determines
how many decisions per second need to be made). Imple-
mentation choices go beyond centralized or distributed and
include how sub-modules are implemented (e.g., information
on nodes’ current load can be gathered via periodic heart-
beats or via probing). Hard-coded implementations of cur-
rent frameworks do not adapt to such dynamic, application-
specific factors, which can degrade application performance.

Both problems above stem from the fact that today’s sched-
ulers are implemented in a low-level, framework-specific
way. We argue that scheduling policy specifications should
be decoupled from implementations, and argue for a different
approach based on two principles:

(1) High-level programmability. Developers should be
able to express application-specific scheduling policies
in a concise, framework-agnostic manner.

(2) Adaptive execution. The system should automatically
adjust the implementation strategy based on current
conditions to optimize performance.

We propose a language- and compiler-based approach
in which developers specify scheduling policies in a high-
level DSL (domain-specific language) and the compiler gen-
erates an optimized implementation that can be dynamically
plugged into application frameworks. The implementation
adapts to policy semantics, workload characteristics, and
deployment environments.

We outline ideas on how to realize this approach. Our
DSL allows developers to specify task and node scoring poli-
cies as well as scheduling state updates throughout the task
lifecycle (arrival, dispatch, completion, etc.), which offers
greater flexibility over prior declarative abstractions [31]
and enables a richer space for optimization. To deploy the
policy, the compiler searches for an implementation plan that
(1) satisfies throughput requirements, (2) minimizes sched-
uling overhead, and (3) bounds the quality gap to an ideal,
omniscient scheduler within a developer-acceptable range.
Preliminary experiments validate core aspects of our design.

2 Motivating Example: DRF-LB

To illustrate why today’s rigid scheduling frameworks fall
short, consider a simple example policy: DRF-LB, which com-
bines Dominant Resource Fairness [12] (DRF) with load bal-
ancing (LB). It aims for fair resource allocation across tenants
while also distributing tasks evenly across the cluster. As
shown in Algorithm 1, each task ¢ contains its submitter ten-
ant t.tenant and its required execution resource vector t.rvec.
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Algorithm 1 Dominant Resource Fairness + Load Balancing
Scheduling Policy (DRF-LB)

: function DOMINANTRESOURCE(task)
rvec < ResourceVector|[task.tenant]
return max,{rvec[r]/capacity[r]}
: end function
: function SCHEDULE
Sleep until any of the following cases happen:
case 3 pending tasks:
Pick the task ¢ with the smallest DOMINANTRE-
SOURCE(t) (break ties according to arrival time)
9: Pick the least-loaded node n and assign ¢ to n
10: ResourceVector[t.tenant] += t.roec

1
2
3
4
5
6
7
8

11 case task ¢t completed:
12: ResourceVector|t.tenant] -= t.rvec

13: end function

The scheduling policy consists of two key pieces of logic:
(1) DRF: DOMINANTRESOURCE computes a tenant’s dominant
resource share as the maximum ratio of its resource usage to
the corresponding cluster capacity across all resource types,
which is called in Line 8 to pick the task whose submitter has
the smallest share. (2) LB: Line 9 probes current load across
nodes and places the task on the least-loaded one. To ensure
real-time fairness, the per-tenant resource usage needs to
be updated upon task dispatching (Line 10) and completion
(Line 12).

Although the policy only involves simple computations
and state updates, developers are unable to easily implement
DRF-LB. Distributed systems schedulers that offer a menu
of pre-defined policies, such as Ray, do not include it as an
option, and implementing it in schedulers that offer low-level
knobs, such as Kubernetes, would also be difficult because
they do not offer an extension point for customized logic on
task completion.

Even if developers are willing to invest engineering ef-
fort in writing their policy from scratch, they would be lim-
ited to the scheduling architecture of their target frame-
work. The two most common architectures today are central-
ized [2, 13, 17] and decentralized [5, 29, 30] architectures. In
centralized systems (Figure 1a), all tasks go through a single
scheduler in the control plane, while in decentralized systems
(Figure 1b), incoming tasks are load-balanced across multiple
scheduling instances which make independent scheduling
decisions and optionally rely on a centralized store for syn-
chronizing state [8, 30].

Importantly, the right choice of the architecture depends
on the application and its workload. For DRF-LB, central-
ized scheduling offers strong fairness guarantees—ensuring
tenants receive their fair share of resources—but becomes
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Figure 1: Scheduling Architectures. Solid arrows stand
for task submission and dispatching, and dashed ar-
rows/lines stand for internal communications during

scheduling.

a bottleneck under high task arrival rates. Decentralized
scheduling scales better, but can compromise fairness (and
even cause starvation in extreme cases) because (1) each
scheduler instance is unaware of the potentially existing
task candidates with higher priority on other schedulers,
and (2) local dominant shares are not up-to-date and thus
cannot accurately reflect the real-time resource allocation
ranking among tenants. Existing systems do not adaptively
choose the appropriate architecture; they implement one,
which all applications must use at all times.

In fact, there exists another architecture that is promising
for some applications and policies but is not implemented by
existing frameworks. Observe that DRF-LB has two pieces of
logic with varying characteristics: (1) the DRF logic (DRF)
requires global task information and is thus highly sensitive
to architecture choice-executing it in a centralized manner is
desirable; (2) the load balancing logic (LB) is slow as it probes
the current load across nodes, especially when the cluster is
large and the network latency is high, but its effectiveness is
independent of the architecture. Thus, we can split the logic
and do scheduling in a hybrid manner, as shown in Figure 1c:
the centralized scheduler takes in all the submitted tasks,
executes the DRF logic to pick the next task to be scheduled,
and forwards the task to one of the decentralized schedulers,
which executes the load balancing logic. In this way, part of
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Figure 2: Implementation Comparisons

the logic on the critical path is still distributed to increase
scalability, and the quality of fairness enforcement is ensured.

We demonstrate empirically that the scheduling archi-
tecture matters. We simulate different implementations of
DRF-LB under various task arrival rates and measure the re-
sulting goodput and fairness. Decentralized scheduling uses
a Redis store for periodic synchronization. We construct a
multi-tenant workload with 3 active tenants of equal priority,
among which the "greedy" tenant’s task submission rate is 3
times higher than the others. The cluster has 12 nodes, each
with a queue holding incoming tasks and a single-threaded
executor running tasks in FIFO order. We also implement
a simple overload control mechanism that drops timed-out
tasks.

Figure 2a compares the goodput of different architectures.
As expected, decentralized architecture has the best scal-
ability, whose ~510 req/s goodput is bottlenecked by task
execution time. Hybrid architecture has higher goodput than
the centralized version as part of the scheduling logic is
distributed, but neither can fully utilize the computation
resources (i.e., nodes) under high load.

Figure 2b compares the fairness using the Jain Fairness
Index [18] between tenants on their service ratio [27], i.e., the
ratio between their actual and expected goodput according to
max-min fair share. The decentralized architecture, although
producing a larger total goodput, fails to enforce fairness
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Rate Goodput | Fairness | Best Architecture
<400 | C=D=H | C=D=H | Any (C preferred)
400-450 | D=H>C | C=D=H D,H
450-510 | D>H>C |C=D=H D
>510 |D>H>-C|C=H>D H

Table 1: Best architecture. Each column shows the com-
parison between implementations from a specific per-
spective. C, D, and H stand for Centralized, Decentral-
ized, and Hybrid implementations, respectively.

between tenants. When the task arrival rate is high, non-
greedy tenants suffer. In contrast, the centralized and hybrid
architectures are fair across the workload regime.

Table 1 summarizes the conclusions from our experiment.
When the load is low, all architectures behave similarly, and
the centralized may be preferred because of its simplicity.
When the workload increases and scheduling becomes the
system bottleneck, decentralized implementation outper-
forms in scalability. However, when there exists significant
resource contention, the hybrid implementation should be
selected to ensure fairness.

While our experiment focuses on the trade-off between
scheduling architectures, the space of implementation op-
timization goes further. Other opportunities include trad-
ing operation accuracy for speed (e.g., rely on cached in-
formation instead of remote probing) or parameter tuning,
and whether they are effective is policy- and workload-
dependent. These observations highlight the need for a new
scheduling paradigm adaptive to dynamic environments.

3 Rethinking Scheduling for Distributed
Systems

To overcome the limitations of today’s hard-coded, one-size-
fits-all schedulers, we argue for the decoupling of scheduling
policies and implementations, and propose a new schedul-
ing approach that supports customized policies and adap-
tive implementations. The framework provides a high-level,
framework-agnostic DSL that enables developers to express
decision-making and state update logic. A compiler then
determines how to realize the scheduling policy in the de-
ployment environment. The exact implementation strategy
depends on three key factors: (1) the semantics of the sched-
uling policy, such as whether it requires global state, is
compute-intensive, or benefits from parallelism; (2) workload
characteristics, including task arrival rate, burstiness, and
task duration; and (3) network conditions, such as latency
and bandwidth across nodes. As these factors change, the
framework is responsible for dynamically adapting the imple-
mentation—by switching architectures, tuning parameters
such as heartbeat period, auto-scaling schedulers, etc.—to
maintain optimal performance.

Wang et al.

4 Key Research Questions

Realizing the approach requires answering the following
research questions.

Q1: What abstractions should our DSL provide to express
scheduling policies? The abstraction should be high-level,
yet expressive enough to capture a wide range of scheduling
policies. It should allow developers to specify not only deci-
sion constraints and optimization objectives—which previ-
ous works mainly focus on—but also task ordering strategies
(e.g., fairness rules) and state-maintenance logic that governs
how scheduling information evolves over time. Moreover,
it should facilitate reasoning about internal states, as this is
crucial for informed implementation strategy choices.

Q2: How to quantify the scheduling quality drop introduced
by concrete implementations? Developers typically design
scheduling policies assuming an ideal, omniscient scheduler
with perfect global knowledge and zero latency. In practice,
however, information is distributed and delayed, and every
real implementation is an approximation of this ideal. For ex-
ample, a centralized architecture, besides limited throughput
under high load, might also suffer from information stale-
ness if remote information was periodically collected via
heartbeats. In addition, if the implementation includes de-
centralized decision-making, schedulers not aware of others’
actions may independently choose the same node as the
target, leading to a herding effect.

The gap between practical implementations and ideal ones
can manifest as higher task completion times, throughput
bottlenecks, fairness violations, or increased peak resource
usage. The challenge lies in defining a unified model to
capture these deviations, quantifying them for each pol-
icy—implementation pair, and using these metrics to inform
deployment decisions.

Q3: How to automatically find and switch to optimized im-
plementation? Given a scheduling policy specification, the
system needs to (1) identify optimization opportunities , (2)
select the most suitable implementation based on the current
conditions and then configure the communication pattern be-
tween schedulers to support it, and (3) enable seamless tran-
sitions between implementations when conditions change,
without disrupting active workloads.

5 A Potential Approach

We outline a potential approach to realize our vision. Devel-
opers describe expected scheduling policies in our DSL. The
framework consists of a monitor that continuously tracks
workload information and produces performance profilings,
and a compiler that computes and generates the best imple-
mentations of the policies based on the monitor statistics.
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Figure 3: Abstraction of Task Lifecycle.

The underlying cluster contains programmable scheduler in-
stances that accept scheduling executables to coordinatively
realize various implementation plans.

5.1 Programming Abstractions

Inspired by existing scheduling DSLs such as DCM [31],
our abstraction allows developers to define the task format
as a struct and use the information to specify scheduling
constraints and objectives. However, we significantly differ
from previous works in the following aspects.

Scheduling target. Figure 3 shows the abstraction of a
task’s lifecycle, including scheduling and execution. Our
abstraction allows developers to specify a (task, node) pair
in each iteration as the scheduling decision, meaning that
task is expected to be dispatched to node. Specifically, we re-
quire developers to complete a function Score(task, node),
which returns a score for any given (task, node) pair. The
scheduler will use the function to evaluate all possible task
and node combinations and select the pair with the best
score. We choose the scoring abstraction because of its sim-
plicity and ease of decision quality analysis in the compiler
(explained later). This design opens up space for describing
task selection policies such as fairness or priorities, and even
more sophisticated policies requiring joint consideration of
tasks and nodes.

State management. We enable developers to define and ini-
tialize internal states in the State section, and expose 3 hook
points in the task lifecycle (annotated in Figure 3) for devel-
opers to express state update logic: (1) OnArrival, the mo-
ment when a task comes into the scheduler. (2) OnDispatch:
the moment when a scheduling decision is finalized, and
(3) OnFinish, the moment when a task is completed. The
reason behind this design choice is that lots of common
scheduling policies contain logic beyond the expressibility
of purely declarative, side-effect-free abstraction. For exam-
ple, even a simple round-robin policy for load balancing
requires a counter that increments every time a new assign-
ment is made. Therefore, supporting explicit state manage-
ment across these lifecycle stages is essential for capturing a
wide range of realistic scheduling behaviors.
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1 Task:
2 tenant: string
3 resource_vec: vec<float>

(a) Task Format

1 State:
2 alloc: map<string, vec<float>>
3 capacity: vec<float> = [1.5, 2.0, 1.0]

s Score(task, node): [limit=1.2]

tscore = max(alloc[task.tenant] / capacity)
8 nscore = get_load(node)
9 return tscore * nscore

11 OnDispatch(task, node):
12 alloc[task.tenant] += task.resource_vec

14 OnFinish(task, node):
15 alloc[task.tenant] -= task.resource_vec

(b) Scheduling Policy

Figure 4: DRF-LB Scheduling Policy Specification

Figure 4 describes the DRF-LB policy in § 2. The Task
struct includes 2 scheduling-related fields: the tenant send-
ing the task, and the resource vector it requires for execu-
tion. The scheduler declares a map alloc maintaining per-
tenant resource allocation vectors, which are updated on task
dispatching and completion (specified in OnDispatch and
OnFinish hook points). The Score function computes the
score by combining the task submitter’s dominant resource
share and the load of the target node. The 1imit annotation
is used for quality analysis and will be explained later.

5.2 Compiler

Taking the scheduling policy specification and the statistics
collected by the monitor (e.g., task incoming rate, network
latency, historical performance profilings) as input, the com-
piler is responsible for finding and generating optimized
implementations. Internally, after converting the specifica-
tion into IR, the compiler divides the program into smaller
execution units. (For example, in Figure 4b, Line 7 and Line 8
can be considered as separate execution units.) Then the com-
piler explores optimization opportunities from the following
aspects to generate implementation plans:

e Logic placement: For each execution unit, the compiler
considers which scheduler the unit should be placed in.
Fully centralized and fully decentralized architectures
can be regarded as two special cases of placement
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decisions. Smartly distributing part of the logic (i.e.,
hybrid architecture) can increase throughput without
hurting decision accuracy.

e Operation approximation: Certain operations, under
specific conditions, can be approximated with accept-
able accuracy loss and decreased latency. For example,
if a state is not changing rapidly, remote query of that
state could be approximated as querying a local cache
and updating the cache in the background periodically.
The famous power-of-2 choices [24] can also be con-
sidered as an approximation for the global minimum
by reducing the number of candidates. The compiler
follows a rule-based approach, searching for matching
patterns in the program and trying to apply approxi-
mations to optimize performance.

The compiler periodically evaluates potential implemen-
tation plans on 3 performance metrics: latency, throughput,
and quality. End-to-end scheduling latency is estimated by
summing up the estimated latencies of each execution unit
based on profiling statistics provided by the monitor and
approximation strategies applied to that unit. With latency
results, throughput can be estimated mathematically in the
following way: suppose the policy contains a set of execu-
tion units U = U, U Uy, where U, and Uy are units planned
to be placed on centralized and decentralized schedulers,
respectively. Then,

ThroughPUtestimated
) { 1 #Decentralized Scheduler}
= min ,
Yueu, Latency(u) ZueUd Latency(u)

We quantify scheduling quality as the competitive ratio be-
tween scores of (hypothetical) ideal decisions and implemen-
tation decisions. Specifically, we emulate several rounds of
scheduling decisions based on the traced historical workload.
For ideal decisions, scores are computed with omniscient
state values at that moment, while for the implementation
decisions, computations are based on restricted values ac-
cording to the optimizations. For example, if the implemen-
tation places all logic into decentralized schedulers, then
schedulers cannot see non-local tasks waiting for schedul-
ing. Values of some discrete states (e.g., counter) can be fully
rebuilt by replaying the traced events, while some real-time
values cannot be recovered for arbitrary moments. For the
latter case, the compiler computes an approximate value for
a given moment by adding an estimated A to the most recent
traced value. After getting the ideal and the implementa-
tion decisions, the competitive ratio is computed as the ideal
score ratio of the two decisions.
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Figure 5: Evaluations of the compiler’s ability to es-
timate implementation performance. Solid lines are
execution results (same as § 2) and dashed lines are
compiler estimations.

Formally, for any moment, if (figeat Nidear) and (timp, Mimp1)
are ideal and implementation decisions, respectively, i.e.,

(tideals Nideal) = arg  min  Score;geqi (task, node)

(task,node)

(timpl’ nimpl) =arg min

Score; task, node
(task,node) lmpl( )

Then
Scorejgeal (timpl: nimpl)
Scoreideal (tideal: nideal)

The closer the ratio is to 1, the closer scheduling decisions
are to ideal ones, indicating better decision quality. We allow
developers to annotate a ratio limit for the Score function,
which represents the maximum decision quality drop they
can tolerate. The compiler will filter out implementation
plans with a competitive ratio larger than the limit, and select
one from the rest with minimum latency and throughput
capable of handling the current workload rate.

Competitive Ratio =

6 Preliminary Evaluation

We built a prototype framework consisting of a compiler that
takes in scheduling policies written in DSL and evaluates
implementation plans, plus a monitor that traces statistics



Programmable and Adaptive Scheduling for Distributed Systems

and scheduling-related events. In our evaluation, we run the
same workload as the one in § 2 under various task incoming
rates, and focus on whether the goodput and competitive
ratio estimations computed by the compiler can reflect all
the properties we observed in § 2.

Figure 5 presents the results. Figure 5a shows that goodput
estimations based on profiled latency statistics closely match
the actual values. In Figure 5b, we observe that for centralized
and hybrid implementations that rigorously enforce fairness,
the estimated competitive ratio remains consistently close
to 1. For decentralized implementation, the competitive ra-
tio starts to increase precisely at the point when fairness
degrades, and they share the same trend. The evaluation
demonstrates that our estimations serve as reliable guidance
for the compiler to analyze the properties of implementa-
tions.

7 Related Works

Scheduling Abstractions. Designing expressive and con-
cise abstractions for scheduling has been extensively studied
in distributed systems [7, 31, 32], operating systems [15, 20],
and high-performance computing [16, 33], from which we
draw lots of inspiration for our design. However, these ab-
stractions remain limited in expressiveness, do not utilize
high-level semantics for implementation optimization, or
have significantly different concerns because of domain gaps.

Scheduling Architecture. Previous works have proposed
various kinds of scheduling architectures. Mesos [14] di-
vides a cluster into partitions, allowing each partition to run
separate scheduling policies. Omega [30] adopts a decentral-
ized architecture with shared states for synchronization and
lock-free concurrency control. Mercury [21] and Hawk [10]
combine centralized and decentralized schedulers by assign-
ing high-priority tasks to the former and best-effort tasks to
the latter. These works, while excelling at specific scenarios,
are not flexible enough to deal with various workloads, and
do not expose abstractions for expressing or composing new
policies.

Scheduling Optimization. There’s a rich line of work
focusing on scheduling overhead reduction. For example,
Sparrow [29] uses power-of-two choices and batch prob-
ing to reduce latency in decentralized schedulers. Firma-
ment [13] applies algorithmic optimizations to min-cost-max-
flow problems to increase scheduling scalability. POP [26]
and DeDe [34] further accelerate the resource allocation
computation by applying domain-specific heuristics. These
efforts can be integrated into our compiler as potential opti-
mizations, but our focus on decoupling policy from imple-
mentation is orthogonal to this line of work.
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8 Conclusion

We propose a new approach to scheduling in distributed sys-
tems that decouples what scheduling logic is implemented
from how and where it is executed. By enabling developers
to specify high-level policies in a domain-specific language
and using a compiler to generate optimized, adaptive imple-
mentations, our framework addresses two fundamental limi-
tations of current systems: limited expressiveness in policy
and suboptimal performance due to rigid implementations.
Our early results demonstrate that deployment architecture
has a significant impact on both scheduling quality and sys-
tem throughput, and that compiler-driven adaptation can
navigate these trade-offs.
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